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1 Motivation

Data Stream Management Systems (DSMS) were developed to be at the heart of every monitoring application (from environmental monitoring, to patient care and monitoring for outbreaks of diseases, to financial market monitoring, to monitoring for interesting cosmic phenomena). DSMSs are designed to handle with ease large volumes of data and large volumes of user queries (i.e., exhibit scalability), while at the same time providing fast response times. Essentially, DSMSs deviate completely from the store-then-query paradigm of traditional database management systems, since, in a DSMS, it is the queries that are stored (or registered) ahead of time, while the data is coming in at high rates (i.e., without the need for storing). That is, in DSMSs, monitoring applications register Continuous Queries (CQs) which continuously process unbounded data streams looking for data that represent events of interest to the end-user.

A key assumption in current DSMSs (such as STREAM [3], Borealis [1], Aurora [2], Streambase [13] and Coral8[4]) is that data is precise. However, in many applications, this assumption is not valid. For example, temperature readings from wireless sensors in an environmental monitoring application cannot be always assumed to be accurate. Due to communication noise and loss, an average temperature readings of 99 °F is not 100% accurate. Given that such a value is fuzzy, if a user wants to be alerted of the event when the average temperature rises above, say, 100 °F (as indication of potential fire), the user should be alerted of the event even when the average temperature rises above 99 °F. This is to be distinguished from approximate query answering [7]. Approximate answering is concerned with providing approximate answers to queries over precise data for performance and efficiency reasons by utilizing sampling techniques, while in our case, we are concerned with giving the most accurate answer, given fuzzy data.

Although probabilistic models have been proposed to handle uncertain data [5, 6], they cannot handle data that is fuzzy by nature. Consider a climate system inside a building which receives people’s requests for setting the temperature and attempts to adjust to a specific temperature in order to make them comfortable. Inherently the people’s opinion is a fuzzy timeseries/datasream since every user has a different interpretation of words like “warm”, “hot”, “cold”, and “freezing”. The system should include an operator that is able to weigh these opinions and map them into temperatures or temperature ranges, and finally decide whether to increase or decrease the temperature. Therefore, a fuzzy data model that utilizes fuzzy logic and fuzzy sets theory [8, 9] is needed.

Another implicit assumption in current DSMSs is that users have perfect knowledge of data; that is users know exactly how to express their queries in terms of the data readings, which is not always the case. For example, consider a weather application where environmental data streams tuples are of the schema: (temperature, wind speed, pressure, icy). Assume a user is interested to be notified with dangerous road conditions. Typically, the user would prefer to register a CQ on the form: “Alert on dangerous driving conditions”, rather than precisely providing the values of different attributes (temperature, wind speed, etc) that define safe/dangerous conditions. Thus, there is a need for a Fuzzy Continuous Query language (Fuzzy-CQL) to enable users to express their vague queries, or Fuzzy Continuous Queries (Fuzzy-CQs).

Given the Fuzzy-data, and the Fuzzy-CQs, a new fuzzy processing model for data streams is needed. We prognosticate the fuzzy processing scheme should follow or build upon the imprecise queries’ answering
techniques [10]. However, two modifications are mandatory: 1) handling fuzzy logic, and 2) learning from the user feedback in order to improve the quality of the returned fuzzy results.

2 F-DSMS Model

As discussed above, there is a need for a new Fuzzy Data Streams approach to model imprecise data and vague querying. Such a new approach will introduce a fuzzy data model, as well as a fuzzy continuous query language for data streams, which necessitates a fuzzy continuous query-processing scheme. An example of a fuzzy data streams environment is illustrated in Figure 1, in the core of which is the Fuzzy-DSMS (F-DSMS). In addition to the Quality of Service (QoS) and Quality of Data (QoD) performance metrics in existing DSMSs [11, 12], this model must also introduce new metrics, which we call: Quality of Results (QoR). QoR refers to the degree of user satisfaction with the fuzzy results. In the current non-fuzzy continuous query language, the user gets results that she knows or expects, while in our proposed fuzzy continuous query language, users who are not certain what they need exactly, can get useful results of their interest. This is expected to dramatically increase the number of potential users and the number of fuzzy continuous queries they register. This in turn adds to the criticality of performance tuning and scalability of the F-DSMS.

The Fuzzy Data Streams Model illustrated in Figure 1 shows three levels of fuzziness. First level is the data collection level, where the input streams are fuzzy. Second level of fuzziness is the processing level in the F-DSMS itself. Given fuzzy input streams, and fuzzy Continuous Queries (fuzzy-CQs), a mechanism for processing them is needed. Fuzzy-CQs processing is should be designed to optimize for the QoR new performance metric, as well as the traditional QoD and QoS metrics. The design of the scheduler, query optimizer and load shedder need to be revisited accordingly.

Finally, the third level of fuzziness is in the application level, where users use a fuzzy CQ language to query a fuzzy data collection. Thus, there is a need for a standard fuzzy-CQL. Moreover, many applications now utilize a profiling module to best serve the users. Given the fuzzy paradigm, it makes better sense to allow users to express their general interest (profiles) and their feedback in a vague (i.e., fuzzy) way. Such fuzzy profiling modules along with users’ fuzzy feedback should be fed to the learning module of the F-DSMS to further fine tune the performance.

3 Research Challenges

To develop an effective fuzzy environment, three key challenges must be addressed, one for each level of fuzziness: 1) handling uncertain and fuzzy data streams, 2) handling fuzzy (vague) queries, and 3) maintaining the fuzzy semantics (i.e., the learning module). In the first challenge, a new fuzzy data streams model is needed to allow the system to handle the fuzziness in the three aforementioned levels. Another
challenge in this level is to design a model that can efficiently model fuzziness, while maintaining the main characteristics of data streams, such as in-memory processing.

For the second challenge, a new CQ processing scheme is needed to process Fuzzy-CQs. The new fuzzy processing scheme would optimize for the QoR, in addition to the QoS and QoD. This involves three challenges: 1) how to implement and process such Fuzzy-CQs, 2) how this affects the modules in the F-DSMS, such as the query optimizer, scheduler, load shedder and dissemination modules, and 3) a fuzzy-CQ language is needed. In traditional databases, two fuzzy database query languages were proposed based on fuzzy calculus and fuzzy algebra [14], as an extension to the relational calculus and algebra respectively. The fuzzy calculus and fuzzy algebra were proved to be relationally complete. One potential direction is to extend the fuzzy algebra to incorporate streams querying primitives such as sliding windows.

Finally, in the third challenge, we are to consider practical techniques to maintain both data streams processing semantics as well as application specific fuzzy-semantics, through a learning mechanism. The challenge here is to achieve that in an efficient way and automatically, i.e., human free to avoid the population biasness problem. More specifically, the fuzzy CQ language would allow linguistic terms, to express vagueness, such as "more or less", "almost equal", etc. How does a user interpret these words differ from one user to another. The F-DSMS should learn from the application’s feedback and adjust the processing accordingly. In addition to the application’s feedback, the F-DSMS should utilize profiling modules, in which a profile is maintained for each user. This helps the system to learn the user-specific semantics of the vague linguistic terms, which will subsequently help to further fine tune the QoR.
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